#### Программирование сложных объектно-ориентированных систем

# Лабораторная **работа** № 3

**Тема**: Управление доступом к компонентам класса. Одиночная спадкоемнiсть. Виртуальный функции. Виртуальные деструкторы.

**Цель**: Изучить взаимосвязь между базовыми и производными классами. Научиться пользоваться модификаторами доступа к компонентам классов.

**теоретические сведения**

**1. Модификаторы доступа**

Компоненты класса получают атрибуты доступа или по умолчанию (в зависимости от ключа класса и местонахождение объявления), или при использовании какого-либо из спецификаторов доступа: **public**, **private** или **protected**. Значение этих атрибутов следующие:

**public** Компонент может быть использован любой функцией.

**private** Компонент может быть использован только функциями-компонентами и "друзьями" класса, в котором он объявлен.

**protected** То же самое, что для private, но кроме того, компонент может быть использован функциями-компонентами и друзьями классов, производных от объявленного класса, но только в объектах производного типа. (Производные классы рассматриваются в следующем разделе).

Компоненты класса по умолчанию имеют атрибут **private**, поэтому для переопределения данного объявления спецификаторы доступа public или protected должны задаваться явно.

Компоненты **struct** по умолчанию имеют атрибут **public**, но вы можете переопределить это умолчание с помощью спецификаторов доступа **private** или **protected**.

Компоненты **union** по умолчанию имеют атрибут **public**. Переопределить его нельзя. Все три спецификаторы доступа задавать для компонентов объединения недопустимо.

Модификатор доступа по умолчанию или заданный для переопределения атрибута доступа остается действительным для всех последующих объявлений компонентов, пока не встретится другой модификатор доступа. К примеру:

     class X {

        int i; // X :: i по умолчанию private

        char ch; // также

     public:

        int j; // Следующие два компонента - public

        int k;

     protected:

        int l; // X :: l - protected

     };

     struct Y {

        int i; // Y :: i по умолчанию public

      private:

        int j; // Y :: j - private

      public:

        int k; // Y :: k - public

     };

     union Z {

        int i; // Public по умолчанию, других вариантов нет

        double d;

     };

Спецификаторы доступа могут быть перечислены и сгруппированы в любой удобной последовательности. Можно сэкономить место при наборе программы, объявив все компоненты private сразу, и т. Д.

**2 Доступ к базовым и производных классов**

Сначала дадим определение базового и производного классов. Класс, который порождает новые классы, называется базовым. Класс, который наследует из базового класса данные-члены и функции-члены называется производным классом.

При объявлении производного класса D вы перечисляете базовые классы В1, В2 ... в базовому\_списку разделяемой запятой:

ключ\_класу D: базовий\_список

{<список\_компонентив>}

Поскольку сам базовый класс может быть производным классом, то вопрос о атрибут доступа решается рекурсивно: вы отслеживаете его до тех пор, пока не доберетесь до "самого" базового класса, породивший все остальные.

D наследует все компоненты базовых классов. (Переопределены компоненты базовых классов наследуются, и при необходимости доступ к ним возможен с помощью переопределений контекста). D может использовать только компоненты базовых классов с атрибутами public и protected. О том, что будут представлять атрибуты доступа унаследованных компонентов с точки зрения D? D может понадобиться использовать public-компонент базового класса, но при этом сделать его для внешних функций private. Решение здесь заключается в том, чтобы использовать спецификаторы доступа в базовому\_списку.

При объявлении D можно задать спецификатор доступа public или private перед классами в базовому\_списку:

  class D: public B1, private B2 ... {

    ...

  }

Задать в базовому\_списке protected нельзя. Объединения не могут содержать базовых классов и не могут сами быть использованы в виде базовых классов.

Эти модификаторы не изменяют атрибутов доступа базовых членов с точки зрения базового класса, хотя и могут изменить атрибуты доступа базовых компонентов с точки зрения производных классов.

По умолчанию является private, если D является объявление класса class, и public, если D является объявление структуры struct.

Производный класс наследует атрибуты доступа базового класса следующим образом:

базовый класс public: компоненты public базового класса становятся членами public производного класса. Компоненты protected базового класса становятся компонентами protected производного класса. Компоненты private базового класса остаются для базового класса private.

базовый класс private: и public, и protected компоненты базового класса становятся private компонентами производного класса. Компоненты private базового класса остаются для базового класса private.

В обоих случаях отметим, что компоненты private базового класса были и остаются недоступными для функций-компонентов производного класса, пока в описании доступа базового класса не будут явно заданные объявления friend. К примеру,

class X: A {

// По умолчанию для класса - private A

  ....

 };

/ \* Класс X является производным от класса А \* /

class Y: B, public C {// переопределяет умолчания для С.

  ....

 };

/ \* Класс Y является производным (множественная преемственность) от B и C. По умолчанию - private B \* /

struct S: D {// по умолчанию для struct - public D

  .... / \* Struct S - производная от D \* /

 }

struct T: private D, E {// переопределяет умолчания для D.

// E по умолчанию public

  ....

 }

/ \* Struct T является производной (множественная преемственность) от D и T. По умолчанию - public E \* /

Действие спецификаторов доступа в базовом списке можно скорректировать с помощью квалифицированного имени в объявлениях public или protected для производного класса. К примеру,

class B {

int a; // По умолчанию private

public:

        int b, c;

        int Bfunc (void);

};

class X: private B {// теперь в Х a, b, c и Bfunc private

     int d; // По умолчанию private. Примечание: f в Х недостижима

  public:

     B:: c; // C была private; теперь она public

     int e;

     int Xfunc (void);

 };

int Efunc (X & x); // Внешняя По поводу В и Х

Функция Efunc может использовать только имена с атрибутом public, например c, e и Xfunc.

Функция Xfunc в X является производной от private B, поэтому она имеет доступ к:

  - "Скорректированной-к-типа-public" c

  - "Private-о-X" компонентам В: b и Bfunc

  - Собственным private и public компонентам: d, e и Xfunc.

Однако, Xfunc не имеет доступа к "private-относительно-B" компонента a.

**3 Порядок вызова конструкторов**

В случае, когда класс использует один или более базовых классов, конструкторы базовых классов запускаются до того, как будут вызваны конструкторы производного класса. Конструкторы базового класса вызываются в последовательности их объявления. В следующем примере:

      class Y {....};

      class X: public Y {....};

      X one;

вызов конструкторов происходит в следующей последовательности:

Y (); // Конструктор базового класса

X (); // Конструктор производного класса

Конструкторы элементов массива запускаются в порядке возрастания индексов массива.

Конструктор может использовать список инициализаторов, что находится к телу функции:

class X

             {

    int a, b;

  public:

    X (int i, int j): a (i), b (j) {}

 };

В этом случае инициализация X x (1, 2) присваивает значение 1 x :: a и значение 2 x :: b. Список инициализаторов обеспечивает механизм передачи значений конструкторам базового класса.

Примечание: Для обеспечения их вызова из походного класса, конструкторы базового класса должны объявляться с атрибутами public или protected.

class base1

{

int x;

public:

base1 (int i) {x = i; }

};

class base2

{

int x;

public:

base2 (int i): x (i) {}

};

class top: public base1, public base2

{

int a, b;

public:

top (int i, int j): base1 (i \* 5), base2 (j + i), a (i) {b = j; }

};

В случае такой иерархии класса объявления top one (1,2) приведет к инициализации base1 значением 5, а base2 значением 3. Способы инициализации могут комбинироваться друг с вторым (чередоваться).

Как было описано выше, базовые классы инициализируются в последовательности описания. После этого происходит инициализация элементов, также в последовательности их объявления, независимо от их взаимного расположения в списке инициализации.

class X

 {

    int a, b;

  public:

    X (int i, j): a (i), b (a + j) {}

 };

В пределах класса объявления X x (1,1) приведет к присвоению числа 1 x :: a и числа 2 x :: b.

Конструкторы базовых классов вызываются перед конструированием любых элементов производных классов. Значение производного класса не могут изменяться и после этого влиять на создание базового класса.

class base

 {

    int x;

  public:

    base (int i): x (i) {}

 };

class derived: base

 {

    int a;

  public:

    derived (int i): a (i \* 10), base (a) {} // Обратите внимание! base будет передано неинициализированных a

 };

В данном примере вызов производного d (1) не приведет к присвоению элемента базового класса х значение 10. Значение, переданное конструктору базового класса, будет неопределенным.

Если вы хотите иметь список инициализаторов в не встроенной конструкторе, не оставляйте этот список в определении класса. Вместо этого расположите его в точку определения функции:

derived :: derived (int i): a (i) {

  ....

 }

**4 Виртуальные функции**

Виртуальные функции могут быть только функциями-членами. В случае виртуальных функций вы не можете просто изменить тип функции. Итак, недопустимо переопределения виртуальной функции таким образом, чтобы она отличалась только типом возврата. Если две функции с одним i тем самым именем имеют разные аргументы, С ++ рассматривает их как разные функции, i механизм виртуальных функций игнорирует.

     Если базовый класс В содержит виртуальный функцию vf (), а класс D, является производной от класса B, содержит функцию vf () того же типа, то если функция vf () вызывается для объекта В или D, выполняется вызов D: : vf (), даже если доступ определен через указатель или посылку на B.

К примеру :

     struct B {

        virtual void vf1 ();

        virtual void vf2 ();

        virtual void vf3 ();

        void f ();

     }

     class D: public B {

        virtual void vf (); // Спецификатор virtual допустим, но лишний

        void vf2 (int) // НЕ virtual, поскольку здесь используется другой список аргументов

        char f (); // Так нельзя: изменяет только тип возврата void f ();

     };

     void main () {

        D d; // Объявление объекта D

        B \* bp = & d; // Стандартное преобразование из D \* на B \*

        bp-> vf1 (); // Вызов D :: vf1

        bp-> vf2 (); // Вызов B :: vf2, потому vf2 с D имеет отличные аргументы

        bp-> f (); // Вызов B :: f (Не виртуальной)

     }

Переопределяя функция vf1 в классе D автоматически становится виртуальной. Специфiкатор virtual может использоваться в определении переопределяя функции в походному классе, но на самом деле он является в данном случае лишним.

Интерпретация вызова виртуальной функции зависит от типа того объекта, для которого она вызывается. В случае вызова невiртуальних функций интерпретация зависит только от типа указателя или посылки, определяющие объект, для которого она вызывается.

Виртуальные функции должны быть членами некоторого класса, но они не могут быть статическими членами. Виртуальная функция может быть дружественной (friend) для другого класса.

Виртуальный функции в базовом классе, как i все функции-элементы базового класса, должны определяться или объявляться как функции без побочных эффекта ( "чистые" функции).

**5 Виртуальные деструкторы**

Деструктор может быть объявлен как виртуальный (virtual). Это позволяет указателю объекта базового класса вызвать необходимый деструктор в случае, когда указатель фактически ссылается на объект производного класса. Деструктор класса, производного от класса с виртуальным деструктором, сам является виртуальным.

class color {

  public:

     virtual ~ color (); // Виртуальный деструктор для color

 };

class red: public color {

  public:

    ~ Red (); // Деструктор для red также является виртуальным

 };

class brightred: public red {

  public:

    ~ Brightred (); // Деструктор для brightred также виртуальный

 };

Ранее перечисленные в следующих объявлениях класса:

color \* palette [3];

palette [0] = new red;

palette [1] = new brightred;

palette [2] = new color;

даст следующие результаты:

delete palette [0]; // Деструктор для red вызывается после деструктора для color

delete palette [1]; // Деструктор для brightred вызывается после ~ red и ~ color

delete palette [2]; // Запуск деструктора для color

Однако, если ни один из деструкторов не был объявлен виртуальным, delete palette [0] delete palette [1] и delete palette [2] вызывают только деструктор для класса color. Это приведет к неправильному уничтожения первых двух элементов, фактически имели тип red и brightred.

Контрольные вопросы к Л.Р. 3:

1. Какой класс называют базовым?

2. Какой класс называют производным?

3. Какие члены наследует производный класс из базового класса, а какие нет?

4. Должен конструктор производного класса вызвать конструктор базового класса, если да, то каким образом?

5. Что означает такая запись: public <базовый класс »?

6. Что значит такая запись: private <базовый класс »?

7. Что значит такая запись: protected <базовый класс »?

8. С помощью каких действий можно скорректировать действие спецификаторов доступа в базовом списке?

9. С какими атрибутами должны объявляться конструкторы базового класса чтобы обеспечить возможность их вызова из походного класса?

10. Какие функции называют виртуальными?

11. Что называют полиморфизмом?

Задание:

**1**. Создать базовый класс Сar (машина), характеризующийся торговой маркой (строка), числом цилиндров, мощностью. Визачиты методы переопределения изменения мощности. Создать производных класс Lorry (грузовик), который характеризуется также вантажопидйомом кузова. Определить функцию переназначення марки и изменения грузоподъемника.

**2**. Дано:

class base {

public: virtual void iam ()

{

cout << base \ n ";

};

Создайте два производных класса от класса base и для каждого из них определите функцию iam () так, щoб она выводила имя класса. Создайте объекты этих классов и вызовите для них функцию iam (). Используя указатель base \* на базовый класс, вызовите функции iam () из производных классов.

**3**. Разработайте класс, который способен запоминать список объектов незаданные типа класса (для любого класса).

**4**. На основе предыдущей задачи напишите программу, которая способна запоминать и отображать содержание каталога диска в виде списка строчных объектов.

Задания для самостоятельной работы

1. Создать базовый класс рабочий, затем расширить его, добавив менеджера. Функции-члены: вывод информации о рабочих и менеджеров.

2. Создать базовый класс с функциями для обработки целых или десятичных чисел. Округления для int - до десятков (34 = 30). Для double - до десятых (10,367 = 10,4). Отбросить остаток. Параметры функций: делитель, количество знаков после запятой.

3. Написать программу-диалог, которая генерирует код создания класса с унаследованными классами.

4. Базовый класс линий (координаты начала, координаты конца) определяет длину линии (стороны). Класс-наследник - прямоугольник с помощью конструктора класса линий и данных-членов (вершины начал и концов сторон) определяет площадь. Класс-наследник - пирамида определяет объем пирамиды. Данное-член - высота.

5.Створиты класс Pair (пара чисел); определить методы изменения полей и сравнения пар: пара р1 больше пары р2, если (first.p1> first.p2) или (first.p1 = first.p2) и (second.p1> second.p2). определить класс-потомок Fraction с полями: целая часть числа и дробная часть числа. Определить полный набор методов сравнения.

6. Создать класс Liquid (жидкость), который имеет поля названия и плотности. Определить методы переопределения и изменение плотности. Создать производный класс Alcohol (спирт), который имеет прочность. Определить методы переопределения и изменение прочности.

7. Создать класс Pair (пара чисел); определить методы изменение полей и вычисления умножения чисел. Определить производный класс Rectangle (прямоугольник) с полями-сторонами. Определить методы вычисления периметра и площади прямоугольника.

8. Создать класс Man (человек), с данными: имя, возраст, пол и вес. Определить методы переопределения имени, возраста и веса. Создать производный класс Student, который имеет дополнительное данное: год обучения. Определить методы переопределения и увеличение года обучения.

Задание:

1. Создать базовый класс Сar (машина), характеризующийся торговой маркой (строка), числом цилиндров, мощностью. Определить методы переопределения изменения мощности. Создать производных класс Lorry (грузовик), который характеризуется также грузоподьемностью кузова. Определить функцию переназначення марки и изменения грузоподъемника.
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#ifndef CAR\_H

#define CAR\_H

#include <string.h>

class Car

{

public:

char \*name;

int len;

int power;

int count\_cil;

Car();

Car(const char\* a, int b, int c);

~Car();

void changed(const int);

void show();

};

#endif // CAR\_H

#include "Car.h"

#include <iostream>

Car::Car()

{

name = new char[4];

strcpy(name,"Car");

power =4;

count\_cil =500;

}

Car::Car(const char\* a, int b, int c)

{

len= strlen(a);

name = new char[len+1];

strcpy(name,a);

count\_cil= b;

power = c;

}

Car::~Car()

{

std::cout << "Destucror \n";

delete [] name;

}

void Car::changed(const int str)

{

power = str;

}

void Car::show()

{

std::cout << "Марка " << name << " :\n" ;

std::cout << "Количество цилиндров " << count\_cil << " шт\n";

std::cout << "Мощность " << power << " Л\с\n" ;

}

#ifndef LORRY\_H

#define LORRY\_H

#include <Car.h>

class Lorry : public Car

{

private:

int Gruzop;

public:

Lorry(const char\* a, int b, int c, int d);

~Lorry();

void changed\_gruz(const char \*s, int b);

void show();

};

#endif // LORRY\_H

#include "Lorry.h"

#include <iostream>

#include <cstring>

Lorry::Lorry(const char\* a, int b, int c, int d)

{

power = b;

count\_cil= c;

Gruzop = d;

len=strlen(a);

name = new char[len+1];

strcpy(name, a);

}

Lorry::~Lorry()

{

std::cout << "Destructor\n";

}

void Lorry:: changed\_gruz(const char \*s, int b)

{

Gruzop = b;

len=strlen(s);

name = new char[len+1];

strcpy(name, s);

}

void Lorry::show()

{

std::cout << "Марка " << name << " :\n" ;

std::cout << "Количество цилиндров " << count\_cil << " шт\n";

std::cout << "Мощность " << power << " Л\с\n" ;

std::cout << "Грузоподьемность " << Gruzop << "кг\n";

}

#include <iostream>

#include <Car.h>

#include <Lorry.h>

using namespace std;

int main()

{

setlocale(LC\_ALL, "rus");

Car object("Opel", 4, 500);

object.show();

Lorry object\_2("Astra", 4,600,500);

object\_2.show();

return 0;

}

**2**. Дано:

class base {

public: virtual void iam ()

{

cout << base \ n ";

};

Создайте два производных класса от класса base и для каждого из них определите функцию iam () так, щoб она выводила имя класса. Создайте объекты этих классов и вызовите для них функцию iam (). Используя указатель base \* на базовый класс, вызовите функции iam () из производных классов.

![](data:image/png;base64,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)

//Листинг Base.h

#ifndef BASE\_H

#define BASE\_H

#include <iostream>

class Base

{

public:

Base();

~Base();

virtual void iam(){std::cout<< "I am Base class \n";};

};

class Deliv\_1:public Base

{

public:

Deliv\_1();

~Deliv\_1();

void iam(){std::cout<< "I am Deliv\_1 class \n";};

};

class Deliv\_2:public Base

{

public:

Deliv\_2();

~Deliv\_2();

void iam(){std::cout<< "I am Deliv\_2 class \n";};

};

#endif // BASE\_H

//Листинг main.cpp

#include <iostream>

#include <Base.h>

using namespace std;

int main()

{

Base object;

object.iam();

Deliv\_1 object\_1;

object\_1.iam();

Deliv\_2 object\_2;

object\_2.iam();

Base \*base;

base = new Deliv\_1;

base->iam();

return 0;

}

3/ Разработайте класс, который способен запоминать список объектов незаданного типа класса

(для любого класса).

class Catalog

{

private: char\* data = "";

public:

Catalog();

~Catalog();

void concat(char\* mas);

char\* get();

};

Catalog::Catalog()

{

data = new char[250];

}

Catalog::~Catalog()

{

delete[] data;

}

void Catalog::concat(char\* mas)

{

strcat(data, mas);

}

char\* Catalog:: get()

{

return data;

}

4/ На основе предыдущей задачи напишите программу, которая способна запоминать и отображать содержание каталога диска в виде списка строчных объектов.
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//листинг OOP\_Lab\_3\_4.cpp

#include <iostream>

#include <windows.h>

using namespace std;

int main()

{

setlocale(LC\_ALL, "rus"); // локализация

cout << "Каталог C:\\" << endl;

Catalog object; // экземпляр класса

WIN32\_FIND\_DATA FindFileData; // структура информация о файле

HANDLE handle; // дескриптор потока подпрограммы

handle=FindFirstFile("c:\\\*", &FindFileData);

if (handle!=INVALID\_HANDLE\_VALUE)

{ do {

object.concat(FindFileData.cFileName);

object.concat("\n");

}

while (FindNextFile(handle,&FindFileData)!=0);

FindClose(handle);

cout << object.get() << "\n";

} else {

cout << "Error....\n";

}

return 0;

}

Контрольные вопросы к Л.Р. 3:

1. Какой класс называют базовым?

*Класс, от которого новый класс наследуется, называется: предком (англ. parent), базовым классом (англ. base class)*

1. Какой класс называют производным?

*Класс, опредёленный через наследование от другого класса, называется: производным классом, классом потомком*

1. Какие члены наследует производный класс из базового класса, а какие нет?

*Производный класс наследует из базового класса данные-члены и функции-члены, но не конструкторы и деструкторы.*

1. Должен конструктор производного класса вызвать конструктор базового класса, если да, то каким образом?

*В начале вызывается конструктор базового класса а потом производного.*

1. Что означает такая запись: public <базовый класс »?

*Производный класс наследует члены базового класса со спецификатором доступа public.*

*Все члены базового класса не изменяют уровня доступа*

1. Что значит такая запись: private <базовый класс »?

*То что все члены базового класса будут закрытыми в производном*

1. Что значит такая запись: protected <базовый класс »?

*То что открытые члены базового класса будут защищенными в производном*

1. С помощью каких действий можно скорректировать действие спецификаторов доступа в базовом списке?

*при помощи уточненного-имени в объявлениях public или protected для производного класса*

1. Какие функции называют виртуальными?

*Виртуальная функция - это функция, вызов которой зависит от типа объекта*

1. Что называют полиморфизмом?

***Полиморфизм*** *- это условия, в которых вид имеет две различные морфологические формы. Это означает, что отдельные сообщения могут вызывать различные действия на этапе выполнения программы. Конкретная форма реализации сообщения определяется и связывается с объектом во время выполнения программы.*